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# Name of the course

**Structured and Object Oriented Programming with MATLAB and PYTHON**

# ECTS credits

8 Credits, (**45 hours of Theory + 30 hours of Exercises & Lab**), 1st semester

Requirements: Before this course student should have mathematical knowledge such as linear algebra, probability theory and statistics, matrix, and graph theory.

# Objectives

This course gives students basic knowledge of object-oriented Programming with the use of Python and Matlab.

Students will acquire basic knowledge of language structure and important parts of Python (Mathematics, Expressions, Methods, Classes).

Students learn how to design and program simple applications. Having this knowledge students understand various parts in software like Aimsun (API), QGIS scripts etc.

Students will acquire basic knowledge of the MATLAB and understand how to convert simple tasks into MATLAB

# Learning outcomes

The general expectation regarding the knowledge to be provided/acquired is as follows:

* Understanding of basics programming in Python/Matlab
* Acquiring basic knowledge in programs, functions, recursions, arrays, texts, strings, lists, and graphic in Python, and variables, matrices, vector and matrix data visualizing in MATLAB
* Mastering of the script creation, which can be used in other modelling programs ( Aimsun API Programming)
* Mastering of base graphic in Tkinter and turtles
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# Teaching method

Lectures and exercises

* Students have access to slides of the lecture before or during the lecture. It is convenient that students use computers with Python/Matlab at both lectures and exercises. The full contents of each slide is systematically explained by the Lecturer.
* Lectures contain theory explanation, which is connected to examples with solutions. Everything is shown on example.
* At the end of each lecture there are exercises, which students should do themselves. Solving these exercises are part of the final exam.
* Exercises are focused on better understanding of the lectures (students solve examples with the helps of lecturer).
* Students also do 1 or 2 projects at the exercises. Students work in groups for the projects. This will help them to discuss solution with each other and improve team work.

# Assessment method

Exercises from the lectures and examination with the use of PC (student get exercise(s), which should be solved without any support)

# Textbooks - Publications - Software

**Textbooks**

Mark Summerfield: **Programming in Python 3 A Complete Introduction to the Python Language**, second edition, Pearson Education, Inc. ISBN 978-0-321-68056-3

Hahn, B., Valentine, D.: **Essential Matlab for Engineers and Scientists**, 5th ed., Academic Press, 2013.

Mathews, J. H., Fink, K. D.: **Numerical Methods Using Matlab. Prentice Hall**, 1999

Stormy Attaway: **MATLAB A practical Introduction to Programming and Problem Solving,** 4th edition, Todd Green, ISBN: 978-0-12-804525-1

Kiusalaas, J.: **Numerical Methods in Engineering with Matlab**. Cambridge University Press, 2005.

Mark Lutz: **Learning Python,** 5th edition, ISBN-10: 1449355730

Michael Dawson: **Python Programming for the absolute beginner**, Third Edition, ISBN-10: 1435455002

**Selected relevant Publications**

<http://interactivepython.org/runestone/static/thinkcspy/index.html>

Software

**\*** Numerical Computing: Algorithmic/Coding and Model-Based Design

* **MATLAB TAH FULL SUITE** for scientific computing, MathWorks (1984), USA.

https://de.mathworks.com/academia/student\_version.html

* Python 3

<https://www.python.org/> - free software